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<table>
<thead>
<tr>
<th>Question</th>
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<th>5</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
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<td>10</td>
<td>10</td>
<td>6</td>
<td>10</td>
<td>14</td>
<td>50</td>
</tr>
<tr>
<td>Score:</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
1. Consider the function below which is part of a Java program. Assume that sNums is always a sorted array.

```java
public static int what(int[] sNums, int n){
    int begin = 0, end = sNums.length-1;
    while (begin <= end){
        int mid = begin + (end-begin) / 2;
        if(sNums[mid] == n){
            return mid;
        } else if(sNums[mid] < n){
            begin = mid + 1;
        } else {
            end = mid - 1;
        }
    }
    return -1;
}
```

Answers the following questions.

(a) (1 point) What type is the return type of the function `what`?

(b) (1 point) How many local variables does the `what` method have and what is/are their names?

(c) (1 point) How many parameter variables does the function `what` have and what is/are their names?

(d) (4 points) What will this method return for the following calls?

- `what({5,9,12,30,76,100,125}, 100)` -->
- `what({5,9,12,30,76,100,125}, 8)` -->
- `what({5,9,12,30,76,100,125}, 12)` -->

(e) (3 points) What is this method accomplishing?
2. (10 points) Write the output that the following code will print. You may assume the code compiles as written.

```java
public class ExamQuestion{
    public static int k = 1;
    public static int[] subtractK(int[] nums, int k){
        System.out.println(k);
        int[] result = nums;
        for(int i=0;i<nums.length;i++)
            result[i] = nums[i] - k;
        return result;
    }

    public static void addK(int[] nums, int k){
        System.out.println(k);
        for(int i=0;i<nums.length;i++)
            nums[i] = nums[i] + k;
    }

    public static void main(String[] args){
        System.out.println(k);
        int k = 2;
        int[] arr1 = {1,2,3,4,5};
        System.out.println(Arrays.toString(arr1));
        addK(arr1,k);
        System.out.println(Arrays.toString(arr1));
        System.out.println(k);
        int[] arr2 = subtractK(arr1 , ExamQuestion.k);
        System.out.println(Arrays.toString(arr1));
        System.out.println(Arrays.toString(arr2));
    }
}
```
3. (6 points) For each entry below, state whether the code is correct as written or has an error. Show where the error is (you can circle the incorrect code) and explain why it is an error.

<table>
<thead>
<tr>
<th>Code</th>
<th>Error?</th>
<th>Why?</th>
</tr>
</thead>
<tbody>
<tr>
<td>public static int foo(char c) {</td>
<td></td>
<td></td>
</tr>
<tr>
<td>return c + 1;</td>
<td></td>
<td></td>
</tr>
<tr>
<td>}</td>
<td></td>
<td></td>
</tr>
<tr>
<td>String[] s = {&quot;a&quot;,&quot;b&quot;,&quot;c&quot;}; System.out.println(s[1].charAt(1));</td>
<td></td>
<td></td>
</tr>
<tr>
<td>String s = &quot;book&quot;;</td>
<td></td>
<td></td>
</tr>
<tr>
<td>char[] c = s.toCharArray();</td>
<td></td>
<td></td>
</tr>
<tr>
<td>System.out.println(c[s.length()]);</td>
<td></td>
<td></td>
</tr>
<tr>
<td>int[] a;</td>
<td></td>
<td></td>
</tr>
<tr>
<td>a[0] = 10;</td>
<td></td>
<td></td>
</tr>
<tr>
<td>public static boolean foo(int a) {</td>
<td></td>
<td></td>
</tr>
<tr>
<td>if( a &gt; 10)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>return true;</td>
<td></td>
<td></td>
</tr>
<tr>
<td>}</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
4. Consider the following methods.

<table>
<thead>
<tr>
<th>Method</th>
<th>What?</th>
</tr>
</thead>
</table>
| public static int method1(int[] nums, int n){
  int k = -1;
  for(int i=0;i<nums.length;i++){
    if(nums[i] == n){
      k = i;
      break;
    }
  }
  return k;
} |
| public static int method2(int[] nums, int n){
  for(int i=0;i<nums.length;i++){
    if(i==n)
      return nums[i];
  }
  return -1;
} |
| public static int method3(int[] nums, int n){
  if(n < nums.length && n>=0)
    return nums[n];
  else
    return -1;
} |
| public static int method4(int[] nums, int n){
  int i = 0;
  while(i<nums.length && nums[i]!=n){
    i++;
  }
  if(i < nums.length)
    return i;
  return -1;
} |

(a) (8 points) What is each method accomplishing? (Fill in the table)
(b) (2 points) Which methods are doing the same thing?
5. (14 points) Write a function $\text{mixArrays}$. The function takes two arrays of integer as parameters. It should return an array of integers made of the first element of the first array and the first element of the second array, followed by the second element of the first array and the second element of the second array, and so on. Input arrays can have different lengths. Any leftover elements go at the end of the result array.

$\text{mixArrays}({1,1,1},{2,2,2})$ returns $\{1,2,1,2,1,2\}$
$\text{mixArrays}({1,2,3},{4,4,4,5,6})$ returns $\{1,2,4,2,4,3,4,5,6\}$
$\text{mixArrays}({1,1,1,1},{2,3})$ returns $\{1,2,1,3,1,1,1\}$