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1. (9 points) Each question below contains 2 different syntax, runtime, or logic errors. Find them in each question, and circle what’s causing the error. Pick one of the errors for each question, put a * next to it (indicating your choice), and explain why it’s an error. You do not need to indicate which of the three types of errors it is.

(a) //This code should print out "Didn't wake up on time." // as many times as false occurs in the array.
boolean[] wokeUpOnTime = {true, true, false, true, false};
for(i = 0; i < wokeUpOnTime.length; i++){  
    if(wokeUpOnTime[i] = false){  
        System.out.println("Didn't wake up on time.");
    }
}

Solution:
Need int i = 0 in for loop, or else i is not initialized. Need to use == instead of = to check waking up on time (or, even better, !); this instead sets each array element to false and never prints the statement.

(b) //This code should fill an array with values, print it, // and change the values.
int x = 5, y = 3, z = 2;
int[] xyz = new int[3];
xyz[1] = x;
xyz[2] = y;
xyz[3] = z;

for(int[] element : xyz){  
    System.out.println("Original element is " + element);  
}

int i = 0;
do{
    if(x >= 0){
        x -= 2;
    }
    i++;
} while(i < 3);

Solution:
Can’t access xyz[3]: that’s out of bounds of our size-3 array. int[] should be int in the for loop; each element is an integer, not an int array.
(c) //This code should print a greeting in reverse.
String greeting = "hello!";
for(int i = greeting.length; i >= 0; i++){
    System.out.print(greeting.charAt(i));
}
System.out.println(); //make it look prettier

Solution:
Need to do i-- as action after each iteration; this will iterate “forwards,” and crash the program by going off the end of the String.
Need to set i = greeting.length()-1 not greeting.length; this won’t compile because of the syntax and starts out of bounds of the String. (circling any part of that would get credit)
2. (9 points) For each of the code fragments below, write in the whitespace below the code what output is produced when `bar()` is called. Take care to format the output correctly.

(a) public static double foo(int val){
    System.out.print("beep! ");
    double out = val/2;
    if(val > 0){
        val = val + 2;
        out = out - 2;
    }

    return out;
}

public static void bar(){
    int val = 5;
    int x = 3;
    double y;

    x = (int) foo(val);
    y = foo(x);
    System.out.println("val has value "+ val);
    System.out.println("x has value " + x);
    System.out.println("y has value " + (int) (y++));
}

Solution:
beep! beep! val has value 5
x has value 0
y has value 0
(b) public static void foo(int[] array){
    for(int i = 0; i < array.length; i++){
        if(i == (array.length - 2)){
            continue;
        }
        array[i] = i;
    }
    System.out.println("Beep boop!");
}

public static void bar(){
    int[] values = {1, 2, 3, 4};
    int[] other = values;
    foo(values);
    other[0] = -4;

}

Solution:
Beep boop!
-4, 1, 3, 3
3. For each of the following questions, consider the series of arrays as steps in a sorting algorithm iteration. Identify on the line provided which algorithm is being performed, and write the array as it would appear after the next iteration in the whitespace provided.

(a) (2 points) Sorting algorithm: _________________
   {0, 4, 1, 3, 6} (original array)
   {0, 4, 1, 3, 6}
   {0, 1, 4, 3, 6}

   Solution: Insertion sort: {0, 1, 3, 4, 6}

(b) (2 points) Sorting algorithm: _________________
   {5, 3, -1, 2, 0} (original array)
   {-1, 3, 5, 2, 0}
   {-1, 0, 5, 2, 3}

   Solution: Selection sort: {-1, 0, 2, 5, 3}

(c) (2 points) Sorting algorithm: _________________
   {9, 8, 7, 6, 5} (original array)
   {5, 8, 7, 6, 9}

   Solution: Selection sort: {5, 6, 7, 8, 9}
4. For the following arrays, list the number of values inspected (so, how many values are checked before the answer is found) for the given searching algorithm. For example, if the first element that the search checks is the key, the number of elements inspected is 1. Also list the index that’s returned by the search. If the element is not found, assume the algorithm returns -1. If the algorithm is not applicable, write “impossible” instead.

(a) (1 point) \{0, 2, 3, 1, 5\} linear search with key 5.

Solution: 5 values inspected, index 4 returned

(b) (1 point) \{0, 2, 1, 3, 5, 6, 7\} binary search with key 6.

Solution: Impossible

(c) (1 point) \{-2, 1, 3, 5, 9, 11, 20\} binary search with key 21.

Solution: 3 values inspected, returned -1

(d) (1 point) \{0, 2, 3, 1, 5, 9, 11, 20\} linear search with key 10.

Solution: 8 values inspected (linear search doesn’t assume sorted), -1 returned
5. (6 points) Write a method, `hasThreeInARow`, that takes in an array of integers and returns a boolean which is true if there are three equal numbers in a row in the array, and false otherwise. **The array may be empty.**  
Example input arrays → return values:  
{} → false  
{1, 2, 3, 4, 3, 3} → false  
{1, 2, 2, 2} → true

### Solution:

```java
public static boolean hasThreeInArow(int[] array){
    for(int i = 0; i < array.length - 2; i++){
        if(array[i] == array[i+1] && array[i+1] == array[i+2]){
            return true;
        }
    }
    return false;
}
```
6. (6 points) Write a method, `zipStrings`, that takes two strings and “zips” them together and returns the resulting string. To “zip” two strings, create a new string made of the first char of the first string, then the first char of the second, then the second char of first string, the second char of second string, and so on. Any leftover chars go at the end of the result. **One or both strings may be the empty String.**

Example inputs → outputs:
- ("aaa", "b") → "abaa"
- ("kiwi", "bird") → "kbiwrid"
- ("", ") → ""
- ("Aaa", "bBb") → "AbaBab"

**Solution:**

Note: I presented a different solution in class, but I like this one better. A few students came up with something very close to this during the exam.

```java
public static String zipString(String first, String second){
    String zipped = new String();

    for(int i = 0; i < Math.max(first.length(), second.length()); i++){
        if(i < first.length()){
            zipped += first.charAt(i);
        }
        if(i < second.length()){
            zipped += second.charAt(i);
        }
    }

    return zipped;
}
```
7. (10 points) Given that a method with the method header

```
public static void moveUp(String[] array, int index)
```

already exists, write a method overloading the `moveUp` method. The overloaded method should move an element in an `integer` array (instead of `String`) at the specified index up (closer to the beginning of the array), displacing other elements. Your overloaded method should take an additional parameter, an integer number that indicates how far up the element should be moved. This value is guaranteed to be at least one, and the resulting position is guaranteed to be valid. No value should be returned.

Example parameters → resulting values in the integer array (note: not return values):
- `{new int[] {7, 8, 9}, 2, 2} → {9, 7, 8}`
- `{new int[] {7, 8, 9}, 2, 1} → {7, 9, 8}`
- `{new int[] {7, 8, 9}, 1, 1} → {8, 7, 9}`

Solution:

```
public static void moveUp(int[] array, int index, int offset){
    //Repeatedly swap the element down to the final position
    for(int i = index; i > index - offset; i--){
        //Swap the element in the array down
        int temp = array[i-1];
        array[i-1] = array[i];
        array[i] = temp;
    }
}
```