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1. (9 points) Each question below contains at 2 different errors. Find the errors and circle them. Select one of the errors, mark it with an (*) and correct it.

(a) // This code should print out "Didn’t wake up on time."
// as many times as false occurs in the array.
boolean[] wokeUpOnTime = {true, true, false, true, false};
for(int i = 0; i < wokeUpOnTime.length; i++){
    if(wokeUpOnTime[i] = false){
        System.out.println("Didn’t wake up on time.");
    }
}

Solution: = vs. ==.
i is not declared, so we need to change the loop to for(int i = 0...).

(b) // This code should fill the end of an array with values and
// print the element that occurs in the middle of the array.
int x = 5, y = 3, z = 2;
int[] xyz = new int[5];
xyz[3] = x;
xyz[4] = y;
xyz[5] = z;
System.out.println("Middle element is: " + xyz[xyz.length%2]);

Solution: incorrect indexing as xyz[5] will be out of bounds. Change to:
xyz[2] = x;
xyz[3] = y;
xyz[4] = z;
Also, didn’t find middle of array correctly. xyz.length%2 evaluates to 1. Should be xyz.length/2 instead.

(c) //This code should print a greeting in reverse.
String greeting = "hello!";
for(int i = greeting.length(); i > 0; i++){
    System.out.print(greeting[i]);
}
System.out.println(); //make it look prettier

Solution: i++ should be i--. Otherwise you will count up instead of down.
greeting is a String, not an array so we can’t use greeting[i]. Must use greeting.charAt(i-1) instead.
2. Assume you are given the initial array:
   ```
   int[] a = {9, 7, 16, 30, 8, 4};
   ```
   For each of the given algorithms below, draw the array after 1 element has been sorted. You **DO NOT** need to draw the entire sorting process. Simply draw the array after one element has been sorted. Begin each algorithm with the initial array above.

   (a) (2 points) Selection Sort

   **Solution:** 4, 7, 16, 30, 8, 9

   (b) (2 points) Insertion Sort

   **Solution:** Everyone got points for this problem because I felt the wording to be confusing. However, after one iteration of the sorting algorithm, the array would be: 7, 9, 16, 30, 8, 4

   (c) (2 points) Bubble Sort

   **Solution:** 7, 9, 16, 8, 4, 30
3. (points) Consider the following code:

```java
public class Exam{
    public static double minScore = 70.0; //position (1)

    public static void addPoints(double minScore, double points){
        minScore += points;
    }

    public static void addPoints(double[] minScore, double points){
        for(int i=0; i<minScore.length; i++) {
            minScore[i] += points;
        }
    }

    public static boolean isFailed(double minScore){ //position (2)
        return minScore < Exam.minScore;
    }

    public static boolean isFailed(double[] scores){
        double avg = 0.0;
        int count = 0;
        for(int i = 0; i < scores.length; i++){
            int minScore = 0;
            avg = avg + scores[i];
            if( minScore < scores[i] ) //position (3)
                count++;
        }
        avg = avg / scores.length;
        return avg < minScore; //position (4)
    }

    public static void main(String[] args){
        double[] rawScores = {60.0, 75.0, 85.0};
        System.out.println(minScore);
        addPoints(rawScores, 5);
        double minScore = rawScores[0]; //position (5)
        System.out.println(minScore);
        if(isFailed(rawScores) == true)
            System.out.println("Fail!");
        else
            System.out.println("Pass!");
        addPoints(rawScores[0], 10);
        minScore = rawScores[0];
        System.out.println(minScore);
        if(isFailed(rawScores[0]))
            System.out.println("Fail!");
        else
            System.out.println("Pass!");
    }
}
```
(a) (5 points) At the following positions (identified by a comment in the code), identify whether `minScore` is a local, class, or parameter variable.

i. position(1)

   **Solution:** class

ii. position(2)

   **Solution:** parameter

iii. position(3)

   **Solution:** local

iv. position(4)

   **Solution:** class

v. position(5)

   **Solution:** local

(b) (5 points) What is the output of this program?

   **Solution:** 70.0
   65.0
   Pass!
   65.0
   Fail!
4. For each of the following code fragments give the output. If the fragment would result in an infinite loop, write “infinite loop” and the first 3 outputs.

(a) (2 points) Assume the program is invoked with the command line:
```
java Program 3 15.5 4
```
```
public static void main(String[] args) {
    System.out.println(args[1] + args[0] + args[2]);
}
```

Solution: 15.534

(b) (2 points)
```
int month = 3;
switch (month) {
    case 1:
        System.out.println("Jan");
        System.out.println("MLK, Jr Day");
    case 2:
        System.out.println("Feb");
        System.out.println("Valentine’s Day");
    case 3:
        System.out.println("Mar");
        System.out.println("It’s Spring Break");
    case 4:
        System.out.println("Apr");
        System.out.println("Final Exams");
        break;
    default:
        System.out.println("Invalid month");
}
```

Solution: Mar
It’s Spring Break
Apr
Final Exams

(c) (2 points) int x = 0;
```
for(int x = 0; x < 8; x++) {
    if (x % 2 == 0) {
        continue;
    }
    System.out.println(x+1);
}
```

Solution: 2 4 6 8
(d) (3 points)
    for (int i = 0; i < 12; i++) {
        System.out.println(i);
        if (i >= 7) {
            break;
        } else {
            i = i + 1;
        }
    }

    Solution: 0, 2, 4, 6, 8

(e) (3 points)
    int i = 9;
    while (i >= 2) {
        if (i % 3 == 0) {
            i = i - 1;
        } else if (i % 4 == 1) {
            i = i - 2;
        } else {
            i = i - 3;
        }
        System.out.println(i);
    }

    Solution: 8
    5
    3
    2
    -1
(f) (6 points)
    int[][] g = { {3, 9, -11},
                {15, 4, 0, -2},
                {-9, 16, -8}
    };
    int x = g[0][0];
    int y = g[2][2];
    int z = 0;

    for (int i = 0; i < g.length; i++) {
        for (int j = 0; j < g[i].length; j++) {
            if (x > g[i][j]) {
                x = g[i][j];
            }
            if (y < g[i][j]) {
                y = g[i][j];
            }
            if (g[i][j] % 2 == 0) {
                z++;
            }
        }
    }
    System.out.println("x: "+x);
    System.out.println("y: "+y);
    System.out.println("z: "+z);

    Solution: x: -11
    y: 16
    z: 5
    Note that the code examines every element in the 2D array. Inside the nested loop, the first if stmt finds the minimum value, the 2nd if statement finds the maximum element, and the last one counts the number of even elements.
5. Assume you are given the array:
   ```
   int[] a = {8, 10, -2, 5, 11};
   ```
   and the following methods:

   ```java
   public static void method1(int[] array) {
       for (int i = 0; i < array.length/2; i++) {
           int temp = array[i];
           array[ array.length - 1 - i ] = array[i];
           array[i] = temp;
       }
   }
   ```

   ```java
   public static void method2(int x, int y) {
       int temp = x;
       x = y;
       y = temp;
   }
   ```

   ```java
   public static void method3(int[] array) {
       array = new int[4];
       array[0] = 1;
       array[1] = 3;
       array[2] = 5;
       array[1] = array[2];
       array[3] = array[0];
   }
   ```

   Draw the array `a` after each of the following method calls. Assume the method calls are independent; in other words, always begin with the initial array above.

   (a) (3 points) `method1(a)`

   **Solution:** `{8, 10, -2, 10, 8}`

   (b) (3 points) `method2(a[0], a[3])`

   **Solution:** `{8, 10, -2, 5, 11}`

   (c) (3 points) `method3(a)`

   **Solution:** `8, 10, -2, 5, 11`
6. (10 points) Write a method, `zipStrings`, that takes two strings as parameters, “zips” them together, and returns the resulting string. To “zip” two strings, create a new string made of the first char of the first string, then the first char of the second, then the second char of first string, the second char of second string, and so on. Any leftover chars go at the end of the result. One or both strings may be the empty String. Example inputs and return values:

- `zipStrings("abc", "b")` ⇒ "abbc"
- `zipStrings("Valerie", "Summet")` ⇒ "VSaulmemreite"
- `zipStrings("", ")` ⇒ ""
- `zipStrings("Aaa", "bBb")` ⇒ "AbaBab"

Solution:

```java
public static String zipStrings(String a, String b) {
    String newString = "";
    for (int i = 0; i < Math.max(a.length(), b.length()); i++) {
        if (i < a.length()) {
            newString = newString + a.charAt(i);
        }
        if (i < b.length()) {
            newString = newString + b.charAt(i);
        }
    }
    return newString;
}
```

Another (less elegant but more common) solution

```java
public static String zipStrings(String a, String b) {
    int len;
    String newString = "";
    String append = "";
    if (a.length() > b.length()) {
        len = b.length();
        append = a.substring(len);
    } else if (b.length() > a.length()){
        len = a.length();
        append = b.substring(len);
    } else {
        len = a.length(); //could use b.length() here as well
    }
    for (int i = 0; i < len; i++) {
        newString += a.charAt(i);
        newString += b.charAt(i);
    }
    newString += append;
    return newString;
}
```

Scoring:
+1 method header
+1 variable scoped correctly
+4 loops bounds correctly (finds minimum length of str)
+1 alternates characters
+2 appends “leftover” characters
+1 returns String value
7. There are 2 parts to this question. For part (b), you can use the method described in part (a) even if you do not write code for it. Moreover, you may assume any code you write for part (a) functions correctly and as described.

(a) (8 points) Write a method named `minAfter` which takes two parameters: an array of integers and an integer which represents an index in that array. Your function should return the index of the smallest element in the array which occurs at or after the index position given by the integer parameter. Examples:

- `minAfter({5, 2, 4, -1}, 0)` returns 3 since the smallest element that occurs at or after index 0 is -1.
- `minAfter({-1, 2, 5, 3}, 1)` returns 1 since the smallest element that occurs at or after index 1 is 2.

Solution:

```java
public static int minAfter(int[] array, int index) {
    int min = array[index];
    int minindex = index;
    for(int i = index+1; i < array.length; i++) {
        if (array[i] < min) {
            minindex = i;
            min = array[i];
        }
    }
    return minindex;
}
```

Scoring: 
+1 method header
+1 keeps track of minimum value
+1 keeps track of minimum index
+1 correct initial values for min value and index
+1 correct scope for variables (ie outside of loop)
+1 iterates only over portion of the array
+1 updates minimum value and index in loop
+1 returns
(b) (5 points) Write a code fragment (doesn’t have to be a program or a method) which would implement selection sort for an array of integers, $a$. In other words, after your code runs, the array $a$ should be in sorted order from least to greatest values. **Hint:** use the method from part (a)!

**Solution:**

```java
for (int i = 0; i < a.length-1; i++) {
    int min = minAfter(a, i);
    int temp = a[i];
    a[i] = a[min];
    a[min] = temp;
}
```

Scoring: 
+1 loop with correct bounds
+2 uses call to `minAfter` to find the place of the minimum value in the array
+2 swaps current element with minimum value correctly